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ABSTRACT
We have proposed and implemented a distributed asynchronous Web-based training (WBT) system. In order to improve the scalability and robustness of this system, all exercises and functions, such as scores user’s answers are realized on mobile agents. These agents are distributed to computers, and they can be constructed with a P2P network that modified Content-Addressable Network (CAN). In this paper, we present the exercise management scheme for the proposed WBT system. In a WBT system based on client/server model, management of exercises is simply achieved by manipulating data, since all contents are concentrated in one server computer. In the proposed system, however, we need to pay attention to distributed agents for management of exercises. In order to achieve operation of exercise management, i.e., adding, deleting and updating exercises on the distributed WBT system, we use steps with considering multi-agent based distributed environment: specifying an agent which provides an exercise and searching its node as pre-operation, and sending an agent to the expected node and notifying other cooperating agents as post-operation.
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1 Introduction
Nowadays, e-Learning systems, especially asynchronous Web-based training systems (hereafter we abbreviate as WBT) are very popular. A WBT allows the learner to complete the WBT on his own time and schedule, without live interaction with the instructor. Although a large number of studies have been made on asynchronous WBT [1, 2, 3], all of them are based on the client/server model. The client/server systems generally lack scalability and robustness. In recent years, P2P research has grown exponentially. Although the current P2P systems are well-known for its file sharing ability, and the consequent legal problems, P2P systems are gradually proving themselves to be a very promising area of research. Because they have potential for offering a decentralized, self-sustained, scalable, fault tolerant and symmetric network of computers providing an effective balancing of storage and bandwidth resources.

We have proposed and implemented a distributed e-Learning system based on P2P architecture [4, 5] using Maglog that is a Prolog-based framework for building mobile multi-agent systems we have also developed [6, 7]. The proposed e-Learning system has two distinguishing features. Firstly, it is based on P2P architecture and every user’s computer plays the role of a client and a server. Namely, while a user uses the proposed e-Learning system, his/her computer (hereafter we refer to such a computer as a node) is a part of the system. It receives some number of contents from another node when it joins the system and has responsibility to send appropriate contents to the requesting nodes. Secondly, each exercise in the system is not only data but also an agent so that it has functions, such as scoring user’s answers, telling the correct answers, and showing some related information without human instruction.

In this paper, we present an exercise management scheme which provides three operations to add, to delete and to update exercises for the proposed e-Learning system. In ordinal WBT systems based on the client/server model, all exercises are stored in a server just as data. Therefore, adding, deleting and updating exercises are achieved by manipulating data on the server directly. In the proposed system, on the other hand, exercises are provided by agents which move around any computer of the system. The following pre-operation and post-operation steps are therefore needed when an exercise manager intends to add, delete, or update an exercise:

Pre-Operation Step This step is needed when the intended operation is deleting or updating an exercise. First of all, the agent is specified in which the target exercise is contained. Next, the node is searched on which the agent is running. In addition, when the operation is updating an exercise, the target agent migrates to the exercise manager’s node.

Post-Operation Step When the operation is adding or updating an exercise, the target agent migrates to appropriate node. In addition to that, since all functions of the proposed e-Learning system are preformed in co-
operation with multi-agents, it is needed to notify appropriate agents about the operation, i.e., an exercise agent is added, deleted, or updated.

This paper is organized in 5 sections. The proposed e-Learning system is described in Section 2. We describe the design overview of the proposed exercise management scheme in Section 3 and the implementation of the scheme in Section 4, respectively. Finally, some concluding remarks are drawn in Section 5.

2 Proposed e-Learning System

2.1 Overview

All exercises in the proposed system are classified into categories, such as “English/Grammar”, “Math/Statistic”, and “History/Rome”, etc. A user can obtain exercises one after another through specifying categories of the required exercises.

While a user uses the proposed e-Learning system, his/her computer is a part of the system. Namely, it receives some number of categories and exercises from another node when it joins the system and has responsibility to send appropriate exercises to requesting nodes. The important point to note is that the categories a node has are independent of the categories in which the node’s user are interested.

2.2 P2P Network

When the proposed system bootstraps, one initial node has all categories in the system. When another node joins the system, it is received certain number of categories from the initial node. The categories are distributed among all nodes in the system according as nodes join the system or leave the system.

We would like to emphasize that in existing P2P-based file sharing systems, such as Napster [8], Gnutella [9], and Freenet [10], each shared file is owned by a particular node. Accordingly, files are originally distributed among all nodes. On the other hand, the categories in the proposed system are originally concentrated. Consequently, when a new node joins the system, not only location information of a category but the category itself must be handed to the new node. Considering that, the P2P network of the proposed system can be constructed as a CAN [11].

The CAN has a virtual coordinate space that is used to store \((key, value)\) pairs. To store a pair \((K_1, V_1)\), key \(K_1\) is deterministically mapped onto a point \(P\) in the coordinate space using a uniform hash function. The corresponding \((key, value)\) pair is then stored in the node that owns the zone within which the point \(P\) lies. In the proposed system, we let each category be a key and let a set of exercises belonging to the category be the corresponding value.

Our P2P network is constructed with 2-dimensional coordinate space \([0,1] \times [0,1]\) to store exercise categories, as shown in Figure 1. The figure shows the situation that node C has just joined the system as the third node. Before node C joins, node A and node B shared the whole coordinate space half and half. At that moment, node A managed “Math/Geometry”, “Math/Statistics”, and “History/Rome” categories and node B managed “English/Grammar”, “English/Reader” and “History/Japan” categories, respectively. When node C joins the system, it is mapped on a certain coordinate space according to a random number and takes on corresponding categories from another node. For example, in the case of Figure 1, node C takes on the “History/Japan” category from node B and exercises of the category move to node C.

2.3 Components

Generally, in addition to service to show an exercise, a WBT server provides services to score user’s answers, to tell the correct answers, and to show some related information about the exercise. Therefore, for the proposed system that can be considered as a distributed WBT system, it is not enough that only exercises are distributed among all nodes. Functions to provide the above services also must be distributed among all nodes. We adopt mobile agent technology to achieve this goal. Namely, an exercise is not only data but also an agent so that it has functions, such as scoring user’s answers, telling the correct answers, and showing some related information about the exercise.

In addition, mobile agent technology is applied to realize the migration of categories, that is, each category is
also an agent in the proposed system.
  There are following agents and user interface programs on each node.

**Node Agent** Each node has one node agent. It manages the zone information of a CAN and forwards messages to the category agents in the node.

**Exercise Agent** Each exercise agent has a question and functions to score user’s answers, tell the correct answers, and show some related information about the exercise. An exercise agent records study logs whenever it is tried by a student.

**Category Agent** Each category agent stands for a unit of a particular subject. It manages exercise agents in itself and sends them to the requesting node.

**Interface Agent** There is one interface agent for each user interface, such as a student interface and an exercise manager interface on each node. It plays a role of interfaces between the interface program and other agents, and between agents and applications.

**User Agent** Each user has its own user agent. A user agent manages its user information that includes login name, password, IP address of the user’s computer, online/offline status. It also has study logs if the corresponding user is a student. Similarly, it also has a list of created exercises if the corresponding user is an exercise manager.

**Group Agent** A group agent exists for grouping user agents as a category agent exists for grouping exercise agents. Currently, users are grouped by the first letter of their login name, so that there are 26 group agents corresponding to one letter in the English alphabet.

**Student Interface** One student interface is on each node of which a user logs in as a student. It is a user interface program for studying.

**Exercise Manager Interface** One exercise manager interface is on each node of which a user logs in as an exercise manager. It is a user interface program for management of exercises.

3 Exercise Management Scheme

3.1 Overview

The proposed exercise management scheme provides three operations, i.e., adding, deleting, and updating exercises, to exercise managers that are users authorized to manage exercises in the proposed e-Learning system. Note: Updating an exercise-A means creating new exercise-B based on exercise-A instead of modifying exercise-A directly.

Since exercises are represented as mobile agents, the pre-operation and post-operation steps described in Section 1 are needed.

An exercise manager can use those functions through an exercise manager interface.

3.2 Pre-Operation: Specify an Exercise Agent and Its Node

This step is needed when the intended operation is deleting or updating an exercise.

Each agent in the proposed system is identified by unique agent-ID. However, it is not convenient for an exercise manager to specify an exercise by agent-ID. For that reason, we would like to manage a list of the agent-ID and the properties of an exercise, and we’d like to use the list for specifying target exercise agent by properties. If the list is stored and maintained as a local data, the list cannot be used in the other nodes. Therefore, a user agent corresponding to an exercise manager maintains a list of all exercises created by the exercise manager.

User agents are registered to group agents by the first letter of exercise managers’ user-ID. Group agents are also distributed to nodes and arranged in a virtual coordinate space of the P2P network by the letter. When an exercise manager logs in the e-Learning system using his/her user-ID and password, a group agent authenticates him/her, then a user agent corresponds to the manager migrates to the manager’s node. The user agent maintains a list of all exercises created by the exercise manager. Each record of the list consists of the agent-ID, and the properties of an exercise such as created date, category name, exercise title, and short description. An exercise manager can specify and select target exercise agent for deleting or updating from this list through the exercise manager interface.

In order to respond to a request for exercise management, a request message of an exercise manager have to be delivered to a category agent, because a category agent manages exercise agents. However, no one controls the whole proposed e-Learning system, agents on each node do not know which node the category agent are arranged in. Then, we use a virtual coordinate space of our P2P network to search a node to which a category agent belongs. When a node of a category is being searched, the following steps are performed:

1. A node of an exercise manager is assigned to node $N$.

2. A point of a category in the virtual coordinate space is calculated using a uniform hash function and a name of the category, and then the point of category is assigned to point $P$.

3. If a zone of node $N$ includes the point $P$, then exit.

4. A node of neighbors which has closest zone to a point $P$ is assigned to node $N$. Where, two nodes are neighbors if and only if their zones overlap the same side.

5. Go to step 3.
In Figure 2, an example of searching a node of “Math/Geometry” by an exercise manager in node F is shown. First, node F is assigned to node N. A point of “Math/Geometry” is not included in the zone of node F, then node H is assigned to node N since node H is one of the neighbors of node F’s which has zone closest to the point P. In the same way, node G is assigned to node N, and then node D is assigned to node N. Node D has zone including P, then the node of “Math/Geometry” is specified as node D.

After the above steps, a request of exercise management is transferred to the category agent of the target category in the specified node.

3.3 Pre-Operation: Obtaining an Exercise Agent for Updating

This step is needed when the intended operation is updating an exercise.

A category agent that receives an updating request through the searching procedure described in Section 3.2, it sends a request to the target exercise agent specified by an agent-ID to migrate to the exercise manager’s node. The exercise agent that receives the request duplicates itself. Then, the cloned agent migrates to the exercise manager’s node and presents the contents of itself to the exercise manager interface.

3.4 Operation: Adding, Updating and Deleting an Exercise Agent

In the process of adding a new exercise, an exercise manager creates materials for an exercise from scratch. In the process of updating an exercise, on the other hand, an exercise manager receives exercise contents from the migrated exercise agent, and then creates new materials based on the received contents.

Once materials for an exercise are prepared, the remaining steps are same in both adding and updating. Firstly, new exercise agent is created using the materials. Secondly, the created exercise agent is registered in the system, as described in the following section.

The process of deleting a specified exercise is also requested through an exercise manager interface.

3.5 Post-Operation: Registering or Unregistering an Exercise Agent

The process of registering an exercise agent is needed when the intended operation is adding or updating an exercise.

This process is also accomplished by using the searching procedure. After searching a node of the target category by the steps described in Section 3.2, the newly created exercise agent migrates to specified node of the category.

In the proposed system, exercise agents are managed by category agents and lists of created exercises are maintained by user agents. Therefore, to inform adding or deleting exercise to the proposed e-Learning system is achieved by the following procedures:

1. The created exercise agent is registered in its category agent when the operation is adding or updating. In contrast, the exercise agent is unregistered from its category agent when the operation is deleting. Registered exercise agents are provided for students immediately, while unregistered exercise agents possibly remain for a while. An unregistered exercise agent disappears completely from the proposed e-Learning system when the last clone of it returns to its category agent.

2. The record corresponding to the created exercise is added to the list maintained by the user agent when the operation is adding or updating. In contrast, the record corresponding to the deleted exercise is marked as ‘deleted’ on the list of the user agent.

4 Implementation of Exercise Management Scheme

4.1 Overview

Figure 3 illustrates the implementation overview of the proposed e-Learning system that runs on Java platform. Each node runs an agent server written in Java and all agents in a node are threads in the agent server process. Both two of interface applications, i.e., student interface and exercise manager interface are also written in Java.

4.2 Exercise Agent

Functions of an agent are written in Prolog, compiled to Java classes, and then combined into a jar file. The jar file
also contains the following two types of data:

1. XML document which express questions and comments with display layout, and values of correct answers.

2. Image data associated with the exercise.

An example of XML document in contents of an exercise is shown in Listing 1. In Listing 1, there are `<head>` element and `<body>` element as children of `<exercise>` element. The `<head>` element has attribute information of the exercise and the `<body>` element includes main contents of the exercise. The `<body>` element can include `<ansfld>` element, which shows an answer form of a question, `<img>` element, which is for image data, and some other elements as posterities of `<body>` element.

Listing 1. An example of the XML document in contents of an exercise.

```xml
<?xml version="1.0" encoding="UTF-8"?>
<exercise>
  <head>
    <category>Math/Geometry</category>
    <title>Area 4</title>
    <difficulty>2</difficulty>
    <summary>Area of a Rectangle: 1</summary>
  </head>
  <body>
    <p><img name="" src="ea−51665.png"/></p>
    <p>What is the area of the above rectangle?</p>
    <ansfld class="text">
      <ans>
        <val type="text">4</val>
        <disp>4</disp>
      </ans>
      <cmt>The rectangle has ...</cmt>
    </ansfld>
    </body>
  </exercise>
```

XML document and image data are transformed into HTML format for viewing with a web browser using XSL Transforms[12]. This transformation may be applied each time when the presentation format is needed. However, we make the presentation format be included in the jar file to reduce waiting time for viewing the content.

4.3 Exercise Manager Interface

An exercise manager interface provides all operations of exercise management scheme for users. To have the exercise manager interface run under multi-platform environment and to make it easy to understand the usage, we have implemented it as an application of Eclipse Rich Client Platform [13], a framework for building rich client application. The Eclipse Rich Client Platform is useful not only for client/server systems but also for distributed systems, such as the proposed e-Learning system.

Figures 4, 5, and 6 show sample screenshots of the exercise manager interface. Figure 4 illustrates the main window of the exercise manager interface. All exercises created by an exercises manager are listed. Functions adding, deleting, and updating exercises or viewing logs of exercises are executed through selecting an item of menu bar. Figure 5 illustrates the editing window through which an exercise manager create a new exercise or update an existing exercise. Figure 6 illustrates the log window through which an exercise manager can view the study logs of an exercise agent.

An exercise manager interface and agents communicate each other via XML-RPC [14]. Requests from an exercise manager interface are sent to an interface agent which delegates requests to other agents.

5 Conclusion

Since existing asynchronous WBT systems are based on the client/server model, they have problems of scalability and robustness. The proposed e-Learning system solves these problems in decentralized manner through both P2P technology and mobile agent technology.
In this paper, we describe exercise management scheme for the proposed e-Learning system. The proposed management scheme provides three operations, i.e., adding, deleting and updating exercises for authorized users. To provide these operations as functions of the proposed distributed e-Learning system, we use following methods: a method to specify a target agent and to let the agent migrate from a searched appropriate node to a user’s node, as pre-operation, and a method to send newly created agent to a proper node and to notify adding or deleting an exercise to cooperating agent, as post-operation.

We implement an exercise manager interface as an application of Eclipse Rich Client Platform. An exercise manager interface provides adding, deleting and updating exercises for authorized users. An exercise manager interface communicates with an agent server via XML-RPC.

In the proposed e-Learning system, the data stored in the inside of an agent is initialized when the e-Learning system is restarted. Handing over these runtime data to the rebooted system is left for future work.
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